public void ClickFunction(View view) // UI element referring button is view  
 { //EditText is a data type , nameEditText is a variable  
 EditText nameEditText = (EditText)findViewById(R.id.*nameEditText*);  
// where nameEditText is the id of the text field , R is resources , id - to define set of resources  
 // the findViewById() function returns the graphical element  
  
 Log.*i*("info","You Pressed The Button!");  
 Log.*i*("value",nameEditText.getText().toString()); // here we are logging a value which we get from the text field with id = 'nameEditText'  
 }

public void onClickFunc(View view) //passsing the graphical UI element button  
{  
 EditText nameText = (EditText)findViewById(R.id.*nameText*);  
 EditText passwordText =(EditText)findViewById(R.id.*passwordText*);  
  
 Log.*i*("info", "You Have Successfully Logged in With The Following Information");  
 Log.*i*("Username :",nameText.getText().toString());  
 Log.*i*("Password :" ,passwordText.getText().toString());  
  
 Toast.*makeText*(this, "Hi There ! ", Toast.*LENGTH\_SHORT*).show();  
 //this refers to the app , text : to show what text should be displayed  
 // LENGTH\_SHORT OR LONG : how long message is displayed and show() : to show the Toast  
 // Message pops up from the bottom of the screen - that is why it is called toast  
  
  
}

Type Toast and click on the makeText function (not android widget) and the ide automatically fills the function parameters.

//for changing images where test.image is the id of the image being used.

ImageView image = (ImageView) findViewById(R.id.test\_image);

image.setImageResource(R.drawable.xxx);

**for switching between two images: simultaneously on the click of a button**

public void Switcher(View view) //passing the UI element button of type view  
{ i++; //button has been pressed  
 Log.*i*("Info", "Button Has Been Pressed "+ i +" Times");  
 ImageView img = (ImageView) findViewById(R.id.*iphone1*);  
 if(i%2==0) {  
  
 img.setImageResource(R.drawable.*iphone2*); //setImageResource function sets the new image  
 }  
 else  
 {  
 img.setImageResource(R.drawable.*iphone1*);  
 }  
}

public void convertcurrency(View view)  
{  
 Log.*i*("Info","Button Pressed ! ");  
 EditText currencyField = (EditText)findViewById(R.id.*currencyField*);  
  
 String amountINR = currencyField.getText().toString();  
 double INR = Double.*parseDouble*(amountINR); //for converting string to integer  
 double DHS = INR / 20;  
 //String DHString = Double.toString(DHS);  
 String DHString = String.*format*("%.2f",DHS); //converts to a string upto 2 decimal places  
 Toast.*makeText*(this, INR + " INR Is " + DHString + " Dirhams.", Toast.*LENGTH\_LONG*).show();  
  
  
 Log.*i*("Rupees", currencyField.getText().toString());  
}

**Making a class : and the respective logic for TriangularSqNoChecker –**

class Number  
{  
 public int num;  
  
 public boolean isTriangular()  
 {  
 int x=0; //counter  
  
 int tno=0;  
  
 while (tno<num)  
 {  
 tno=tno+x+1;  
 x++;  
 //tno is a triangular number , we keep on calculating tno till we surpass it.  
 }  
  
 if(tno==num)  
 return true;  
 else  
 return false;  
 }  
  
 public boolean isSquare()  
 {  
 int sqroot = (int) Math.*sqrt*(num); //also can use Math.floor(sqroot) == sqroot  
 if(sqroot\*sqroot == num)  
 return true;  
 else  
 return false;  
 }  
  
}  
  
public void testNumber(View view)  
{  
 Log.*i*("info","Button Pressed");  
  
  
 EditText numberField = (EditText) findViewById(R.id.*numberField*);  
 String message ;  
  
 if(numberField.getText().toString().isEmpty())  
 message = "Field Is Empty , Please Type In A Number & Try Again";  
  
 else {  
 Number a = new Number(); // a is an object of class Number  
 a.num = Integer.*parseInt*(numberField.getText().toString()); //converting number from string to int  
 if(a.num<0)  
 message = "Number is -Ve , Try Again";  
 else if (a.isSquare() && a.isTriangular())  
 message = a.num + " is A Triangular And Square Number !";  
 else if (a.isTriangular())  
 message = a.num + " is a Triangular Number But Not A Square Number";  
 else if (a.isSquare())  
 message = a.num + " Is A Square Number But Not A Triangular Number";  
 else  
 message = "It is neither a Triangular or a Square Number ";  
 }  
  
 Toast.*makeText*(this, message, Toast.*LENGTH\_SHORT*).show();  
}

Animations: fading :

public int i=1;  
  
 public void fade(View view)  
 {  
 Log.*i*("Info","Image Clicked");  
 i++;  
 ImageView img1 = (ImageView) findViewById(R.id.*img1*);  
 ImageView img2 = (ImageView) findViewById(R.id.*img2*);  
 if(i%2==0) {  
 //alpha refers to opacity of picture to 0 - fade out completely  
 img1.animate().alpha(0).setDuration(2000); //fading over 2 seconds  
 // we set alpha of homer img to 0 after copy pasting xml code so it is not visible intially , then we switch alpha to 1.  
 // alpha has values between 1 and 0  
 img2.animate().alpha(1).setDuration(2000);  
 }  
 else  
 {  
 img1.animate().alpha(1).setDuration(2000);  
 img2.animate().alpha(0).setDuration(2000);img2.animate().alpha(1).setDuration(2000);  
 }  
 }

To animate bart upon opening of the app : put animate function in onCreate class (App Opening):

//THIS MAKES BART FLY IN FROM THE LEFT , WE INITIALLY SET BART ON THE LEFT AND BRING HIM BACK TO ORIGINAL POSITION BY ROTATION AND TRANSLATION.

@Override  
protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.*activity\_main*);  
 ImageView img1 = (ImageView) findViewById(R.id.*img1*); //img1 is bart  
 //instant setting x without animations  
 img1.setX(-1000); //we set bart image off screen  
 //Aim: bart should come spinning on , and at first he is faded , he should come spinning from the left  
 //remove constraints from design  
 img1.animate().translationX(1).rotation(3600).setDuration(3000);  
}

**//Game Connect :**

We use a grid view and then in each of the grid view , we place the tokens and adjust the margins to accomadate the image of the yellow/red token – we do this once for one of the elements and copy paste the setting for all the other elements , after which, we remove the token image, we create an onclick function , where we set the imageview(only the structure of the token) outside the screen and within the onclick , we set the new image depending upon the active player =0 or 1 and we animate the imageview or token using translation to pull it down, we also set tags to each of the counter. see code below.

/we use margins to fix the margins of the tokens w.r.t grid , check xml code , all margin:10dp , left margin:15dp  
 //also we put the grid using grid view and put rows and columns and fixed the background img using attributes  
 //and we copy pasted one image view onto every row and column in xml cod

public class MainActivity extends AppCompatActivity {  
//we use margins to fix the margins of the tokens w.r.t grid , check xml code , all margin:10dp , left margin:15dp  
 //also we put the grid using grid view and put rows and columns and fixed the background img using attributes  
 //and we copy pasted one image view onto every row and column in xml code  
  
 //0:yellow , 1:red , 2: Empty - Initially all elements in the game state are 2 : empty  
 int activePlayer =0;  
 int[] gameState = {2,2,2,2,2,2,2,2,2}; // representing the color or no element in each counter space  
  
 int winningPositons [][] = {{0,1,2},{3,4,5},{6,7,8},{0,4,8},{2,4,6},{0,3,6},{1,4,7},{2,5,8}}; //horizontally , vertically or diagonally  
  
  
 boolean gameActive = true;  
 public void dropIn(View view) //click function on counter spaces  
  
 {  
 ImageView counter = (ImageView) view; //image is initially null. we reference the view here directly - not getting any id as it is a common function  
  
 Log.*i*("INFO", counter.getTag().toString()); //gets tag of each element 0,1 to 8 whenever that element is clicked  
  
  
 int tag = Integer.*parseInt*(counter.getTag().toString()); //we get the tag number  
 if (gameState[tag]==2 && gameActive == true ) //we will only allow to insert counter if there is not counter present , or counter is initially empty && if the game is active  
  
 {  
 gameState[tag] = activePlayer; //setting the game state of the token on the basis of the activePlayer , where 2 = no active player  
  
  
 counter.setTranslationY(-1500); // setting the imageview outside the screen  
 if (activePlayer == 0) {  
 counter.setImageResource(R.drawable.*yellow*); //setting new image with yellow counter on click  
 activePlayer = 1; //red's chance next;  
 } else {  
 counter.setImageResource(R.drawable.*red*); //setting new image with yellow counter on click  
 activePlayer = 0; //goes back to yellow  
 }  
 counter.animate().translationYBy(1500).rotation(3600).setDuration(300); //pulling the image down by animation  
  
  
 for (int[] i : winningPositons) //we are looping through each element- check notebook  
 {  
 if (gameState[i[0]] == gameState[i[1]] && gameState[i[1]] == gameState[i[2]] && gameState[i[0]] != 2) {  
 //Someone Won  
 gameActive = false;  
 String message;  
 if (activePlayer == 1)  
 message = " Yellow Has Won !";  
 else  
 message = "Red has Won";  
  
 Button Retry = (Button)findViewById(R.id.*Retry*);  
 TextView WinnerMessage = (TextView) findViewById(R.id.*WinnerMessage*);  
 WinnerMessage.setText(message);  
 Retry.setVisibility(View.*VISIBLE*);  
 WinnerMessage.setVisibility(View.*VISIBLE*);  
  
 }  
 }  
 //No winner  
 int count=0;  
 for(int i:gameState)  
 {  
 if(i!=2)  
 count++;  
 }  
 if(count>8)  
 {  
 Button Retry = (Button)findViewById(R.id.*Retry*);  
 TextView WinnerMessage = (TextView) findViewById(R.id.*WinnerMessage*);  
 WinnerMessage.setText("No One Won");  
 Retry.setVisibility(View.*VISIBLE*);  
 WinnerMessage.setVisibility(View.*VISIBLE*);  
 }  
  
 }  
 }  
  
 public void PlayAgain(View view)  
 {  
 Button Retry = (Button) findViewById(R.id.*Retry*);  
 TextView WinnerMessage = (TextView) findViewById(R.id.*WinnerMessage*);  
 Retry.setVisibility(View.*INVISIBLE*);  
 WinnerMessage.setVisibility(View.*INVISIBLE*);  
 //making a variable of Grid Layout for looping through it's contents :  
 GridLayout gridLayout = (GridLayout) findViewById(R.id.*gridLayout*);  
 for(int i=0;i<gridLayout.getChildCount();i++)  
 {  
 ImageView counter = (ImageView) gridLayout.getChildAt(i); //we are getting the child contents of the gird layout instead of finding them by id having type image view at each ith iteration  
 counter.setImageDrawable(null);  
 }  
  
 for(int i=0;i<gameState.length; i++) //array length - length  
 {  
 gameState[i]= 2; //setting to empty  
 }  
 activePlayer =0;  
 gameActive = true;  
  
  
 }

**Videos:**

protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.*activity\_main*);  
  
 //we write functions on oncreate method if we want it to execute as soon as we open app:  
  
 VideoView videoView = (VideoView) findViewById(R.id.*videoView*);  
  
 videoView.setVideoPath("android.resource://" + getPackageName() + "/" + R.raw.*demovideo*); //setting video path  
  
 //creating an object called mediaController of class MediaController  
 MediaController mediaController = new MediaController(this);  
 //anchoring the mediaController to the video view  
 mediaController.setAnchorView(videoView);  
 //setting media controller for the video :  
 videoView.setMediaController(mediaController);  
 videoView.start();

}

**For Audio & Seeking Related Functions:**

public class MainActivity extends AppCompatActivity {  
  
MediaPlayer mediaPlayer;//creating a variable outside for referencing both functions  
AudioManager audioManager;  
 public void playAudio (View view)  
 {  
  
  
 mediaPlayer.start();  
 }  
  
 public void pause(View view)  
 {  
  
 mediaPlayer.pause();  
 }  
  
  
 @Override  
 protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.*activity\_main*);  
//Setting up the media player during creation of the app , so it can pause&play the mediaplayer accordingly  
 mediaPlayer = MediaPlayer.*create*(this, R.raw.*marbles*);  
 //WE HAVE TO GET THE MAX VOLUME OF THE DEVICE:  
 //SETTING UP AUDIO MANAGER  
 audioManager = (AudioManager) getSystemService(*AUDIO\_SERVICE*);  
 int maxVolume = audioManager.getStreamMaxVolume(AudioManager.*STREAM\_MUSIC*);  
 final int curVolume = audioManager.getStreamVolume(AudioManager.*STREAM\_MUSIC*);  
 SeekBar volumeControl = (SeekBar)findViewById(R.id.*volumeSeekBar*);  
 volumeControl.setMax(maxVolume); //Setting max volume of the SEEKBAR  
 volumeControl.setProgress(curVolume); //Initially setting progress as current volume

volumeControl.setOnSeekBarChangeListener(new SeekBar.OnSeekBarChangeListener() {

@Override  
 public void onProgressChanged(SeekBar seekBar, int progress, boolean fromUser) {  
 Log.*i*("Seekbar\_Changed",Integer.*toString*(progress));  
 audioManager.setStreamVolume(AudioManager.*STREAM\_MUSIC*,progress,0);  
 }  
  
 @Override  
 public void onStartTrackingTouch(SeekBar seekBar) {  
  
 }  
  
 @Override  
 public void onStopTrackingTouch(SeekBar seekBar) {  
  
 }  
 //SETTING UP SCRUB SEEKBAR  
  
 });  
  
 final SeekBar scrubSeekBar = (SeekBar) findViewById(R.id.*scrubSeekBar*);  
 //WE HAVE TO SET THE SEEK BAR MAX TO THE AUDIO DURATION IN THE BEGINNING :  
 scrubSeekBar.setMax(mediaPlayer.getDuration());  
 scrubSeekBar.setOnSeekBarChangeListener(new SeekBar.OnSeekBarChangeListener() {  
 @Override  
 public void onProgressChanged(SeekBar seekBar, int progress, boolean fromUser) {  
 Log.*i*("ScrubSeek\_Changed",Integer.*toString*(progress));  
 //WHENEVER PROGRESS OF SEEK BAR IS CHANGED , we have to seek the audio  
 mediaPlayer.seekTo(progress);  
  
 }  
  
 @Override  
 public void onStartTrackingTouch(SeekBar seekBar) {  
 mediaPlayer.pause(); //pauses whenever user touches the bar  
 }  
  
 @Override  
 public void onStopTrackingTouch(SeekBar seekBar) {  
 int length = mediaPlayer.getCurrentPosition();  
 mediaPlayer.seekTo(length);  
 mediaPlayer.start(); //resumes at paused length when user stops touching the seekbar   
 }  
 });  
//regularly updating the progress of the seekbar as the audio goes by even without user interaction - we use Timer scheduled at a fixed rate  
 new Timer().scheduleAtFixedRate(new TimerTask() {  
 @Override  
 public void run() {  
 scrubSeekBar.setProgress(mediaPlayer.getCurrentPosition());  
 }  
 },0,400); //every 200 millisecond it is updated - scheduled at a fixed rate  
  
 }

**To access multiple audio files using one function by accessing the audio files (as a variable):**

public void playPhrase(View view)  
{ Button button =(Button) view; //we get all the buttons directly  
 Log.*i*("Button Pressed:", button.getTag().toString());  
 //if(button.getTag().toString() == "hello")  
  
 MediaPlayer m1 = MediaPlayer.*create*(this, getResources().getIdentifier(button.getTag().toString(), "raw", getPackageName()));  
 m1.start();  
 /\*tag name will be the same name as the audio file ,  
 so what we do here is get the tag name from the button pressed- PASS THAT THROUGH getIdentifier() and  
 check if there is an audio file with the same name and we use that to  
 create the media player whenever button is pressed  
 \*/  
}

**List view :**

protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.*activity\_main*);  
  
 ListView myListView = (ListView) findViewById(R.id.*myListView*);  
  
 final ArrayList<String> Family = new ArrayList <String>();  
  
 Family.add("Bobby");  
 Family.add("Simi");  
 Family.add("Sidharth");  
 Family.add("Visakh");  
  
 //Connecting ListView and ArrayList - array adapter  
//initializing adapter with array  
 ArrayAdapter<String> arrayAdapter = new ArrayAdapter<String>(this,android.R.layout.*simple\_list\_item\_1*,Family);  
//Simple List Item 1 - BASIC LIST with LABELS  
 //connects the list view and adapter:  
 myListView.setAdapter(arrayAdapter);  
//function to define what happens on Clicking the item - that's  
 myListView.setOnItemClickListener(new AdapterView.OnItemClickListener() {  
 @Override  
 public void onItemClick(AdapterView<?> parent, View view, int position, long id) {  
 //parent refers to the whole LIST  
 //view is the individual item clicked  
 //position of item in list  
 //id - similar to id - not required  
  
 Log.*i*("Name Clicked:", Family.get(position));  
 }  
 });  
 }

**App:Times Tables**

public class MainActivity extends AppCompatActivity {  
 ListView myListView;  
 public void generateTimesTable(int timesTableNo)  
 {  
 Log.*i*("SeekBar\_Changed",Integer.*toString*(timesTableNo));  
  
 final ArrayList <Integer> Numbers = new ArrayList <Integer>();  
  
 for(int i=1;i<=100;i++)  
 { Numbers.add(i\*timesTableNo);  
 }  
  
 myListView = (ListView)findViewById(R.id.*myListView*);  
 ArrayAdapter<Integer> arrayAdapter = new ArrayAdapter<Integer>(this , android.R.layout.*simple\_list\_item\_1*,Numbers);  
 myListView.setAdapter(arrayAdapter);  
 }  
 @Override  
 protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.*activity\_main*);  
  
 final SeekBar seekBar = (SeekBar)findViewById(R.id.*seekBar*);  
 int max=20;  
 int startingPos=10;  
 seekBar.setMax(max);  
 seekBar.setProgress(startingPos);  
 generateTimesTable(startingPos);  
  
 seekBar.setOnSeekBarChangeListener(new SeekBar.OnSeekBarChangeListener() {  
 @Override  
 public void onProgressChanged(SeekBar seekBar, int progress, boolean fromUser) {  
 int min =1;  
 int timesTableNo;  
 if(progress < min) {  
 timesTableNo = min; //if slider is at 0 , we put the timesTablesNo at 1  
 seekBar.setProgress(min);//setting the seekbar's progress at 1 if it comes to 0  
 }  
 else  
 timesTableNo = progress; //if not below 0 , timesTableNo will be at the progress  
 generateTimesTable(timesTableNo);  
  
 }  
  
 @Override  
 public void onStartTrackingTouch(SeekBar seekBar) {  
  
 }  
  
 @Override  
 public void onStopTrackingTouch(SeekBar seekBar) {  
  
 }  
 });  
  
 }

**Two Types of Timers:**

new CountDownTimer(10000,1000){  
 public void onTick(long millisecondsUntilDone){  
 Log.*i*("Seconds Left:",String.*valueOf*(millisecondsUntilDone/1000));  
 }  
  
 public void onFinish(){  
 Log.*i*("We're Done !","No More Countdown");  
 }  
}.start();  
  
  
  
final Handler handler = new Handler();  
  
//handler runs the runnable  
  
Runnable run = new Runnable() {  
 @Override  
 public void run() {  
 Log.*i*("hey , it's us", "A second passed by");  
  
 handler.postDelayed(this,1000);  
 }  
};  
handler.post(run);

**Making an EGG Timer app:**

public class MainActivity extends AppCompatActivity {  
 MediaPlayer mediaPlayer;  
 TextView timerTextView;  
 SeekBar timerSeekBar;  
 Boolean CounterIsActive = false;  
 Button goButton;  
 CountDownTimer countDownTimer;  
  
 public void resetTimer()  
 {  
 timerTextView.setText("0:30");  
 timerSeekBar.setProgress(30);  
 timerSeekBar.setEnabled(true);  
 countDownTimer.cancel();  
 goButton.setText("GO!");  
 CounterIsActive = false;  
 }  
  
 public void buttonClicked(View view)  
 { //For stopping the timer  
 if(CounterIsActive) //if counter is already active when button is clicked , this is the STOP condition  
 {  
 resetTimer();  
 }  
 else //if timer isn't active , this is executed - go condition  
 {  
 CounterIsActive = true;  
 timerSeekBar.setEnabled(false);  
 goButton.setText("STOP");  
 countDownTimer = new CountDownTimer(timerSeekBar.getProgress()\*1000+100, 1000)  
 {//timerSeekBar.getProgress gives the progress of seekbar in milliseconds.  
  
 @Override  
 public void onTick(long millisUntilFinished) {  
 updateTimer((int)millisUntilFinished/1000); //we change the textview and update timer once countdown starts  
 }  
  
 @Override  
 public void onFinish() {  
 Log.*i*("Finished","Timer Done!");  
 mediaPlayer.start();  
 resetTimer();  
  
 }  
 }.start();  
 }  
 }  
 public void updateTimer(int progress)  
 {  
 int minutes = progress/60;  
 int seconds = progress - (minutes\*60);  
 String minuteString = Integer.*toString*(minutes);  
 String secondString = Integer.*toString*(seconds);  
 if(seconds==0)  
 secondString = "00";  
 if(seconds<10)  
 secondString = "0" +secondString;  
 if(minutes<10)  
 minuteString = "0"+minuteString;  
  
 timerTextView.setText(minuteString + ":" +secondString);  
 }  
  
 @Override  
 protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.*activity\_main*);  
  
 mediaPlayer = MediaPlayer.*create*(this, R.raw.*airhorn*);  
 timerSeekBar = (SeekBar) findViewById(R.id.*timerSeekBar*);  
 goButton = (Button)findViewById(R.id.*goButton*);  
 timerTextView = (TextView) findViewById(R.id.*countdownTextView*);  
 timerSeekBar.setMax(600); //10 minutes - 60 seconds  
 timerSeekBar.setProgress(30);  
  
 timerSeekBar.setOnSeekBarChangeListener(new SeekBar.OnSeekBarChangeListener() {  
 @Override  
 public void onProgressChanged(SeekBar seekBar, int progress, boolean fromUser) {  
 updateTimer(progress);  
  
 }

**Hiding & Showing UI Elements: setVisibility(…)**

public class MainActivity extends AppCompatActivity {  
TextView textView ;  
 public void show(View view){  
  
 textView.setVisibility(View.*VISIBLE*);  
 }  
 public void hide(View view)  
 {  
 textView.setVisibility(View.*INVISIBLE*);}  
 @Override  
 protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.*activity\_main*);  
 textView = (TextView)findViewById(R.id.*textView*); //create the textview on the oncreate method:  
 }

* In grid layout, try hardcoding with xml , don’t forget to include app:layout:columnWeight and rowWeight = 1 and layout:column and row (no) as well as android:tag = “”

**Brain Teaser Program:**

package visakh.myappcompany.brainteaser20;  
  
import android.os.CountDownTimer;  
import android.support.constraint.ConstraintLayout;  
import android.support.v7.app.AppCompatActivity;  
import android.os.Bundle;  
import android.util.Log;  
import android.view.View;  
import android.widget.Button;  
import android.widget.TextView;  
import android.widget.Toast;  
  
import java.lang.reflect.Array;  
import java.util.ArrayList;  
import java.util.Random;  
  
public class MainActivity extends AppCompatActivity {  
  
 Button goButton;  
 int locationOfCorrectAnswer;  
 ArrayList <Integer> answers = new ArrayList <Integer>(); //Consists of one correct answer and three wrong answers  
 TextView resultTextView;  
 TextView scoreTextView;  
 TextView sumTextView;  
 TextView timerTextView;  
 int score=0;  
 int numberOfQuestions =0;  
 Button button0,button1,button2,button3;  
 Button playAgainButton;  
 ConstraintLayout gameLayout;  
  
  
 public void chooseAnswer(View view)  
 { if(Integer.*toString*(locationOfCorrectAnswer).equals(view.getTag().toString())) // we use view.getTag() - returns button the user pressed  
 {  
 resultTextView.setText("Correct !");  
 score++;  
 }  
 else  
 resultTextView.setText("Wrong !");  
 numberOfQuestions++; // Number of Questions Attempted Increases Irrelevant of correct/wrong answer  
 scoreTextView.setText(Integer.*toString*(score) + "/" + Integer.*toString*(numberOfQuestions)); //setting scoreTextView  
 newQuestion(); //after someone has chosen the correct answer - we need to generate a newQuestion  
  
 }  
  
 public void start(View view)  
 {  
 goButton.setVisibility(View.*INVISIBLE*);  
 playAgain(findViewById(R.id.*playAgainButton*)); //any view is fine as we are not using it - playAgain function just resets the Timer & starts the game  
 }  
  
 //Once Play Again Is Clicked :  
  
 public void playAgain(View view)  
 {  
 //Reset the game  
 gameLayout.setVisibility(View.*VISIBLE*);  
 score = 0;  
 numberOfQuestions = 0;  
 timerTextView.setText("30s");  
 scoreTextView.setText(Integer.*toString*(score) + "/" + Integer.*toString*(numberOfQuestions)); //update or reset the score counter  
 // Changing the Result Text View In The Beginning  
 resultTextView.setText("");  
 newQuestion();  
  
 playAgainButton.setVisibility(View.*INVISIBLE*);  
  
 //Creating a timer  
 new CountDownTimer(30100,1000)  
 {  
  
 @Override  
 public void onTick(long millisUntilFinished) {  
 timerTextView.setText(String.*valueOf*(millisUntilFinished/1000 + "s")); //for converting from long to string - String.valueOf(long) :  
  
 }  
  
 @Override  
 public void onFinish() {  
 resultTextView.setText("Done !");  
 playAgainButton.setVisibility(View.*VISIBLE*);  
 Toast.*makeText*(MainActivity.this, "You Got " + scoreTextView.getText().toString() , Toast.*LENGTH\_SHORT*).show();  
  
 }  
 }.start();  
  
 }  
  
 public void newQuestion()  
 {  
 //For Creating a Random Number Generation use class Random  
 Random rand = new Random();  
  
 int a = rand.nextInt(21);  
 int b = rand.nextInt(21);  
 // Setting Sum Text or Question:  
 sumTextView.setText(Integer.*toString*(a) + " + " + Integer.*toString*(b));  
  
 locationOfCorrectAnswer = rand.nextInt(4); //location of the correct answer can be anyone from 0-3 button  
  
 //Cleaning out the array of answers before adding in new answers  
 answers.clear();  
  
 for(int i=0; i<4; i++) {  
 if (i == locationOfCorrectAnswer)  
 answers.add(a + b); // i can be anywhere from 0-3 : so it could be assigned a random indices  
 else {  
 int wrongAnswer = rand.nextInt(41);  
 while (wrongAnswer == a + b) {  
 wrongAnswer = rand.nextInt(41); //if the wrong answer is same as the right answer , generate a new random wrong answer  
 }  
 answers.add(rand.nextInt(41));  
 }  
 } //End of for loop  
 //Since answers arrayList has 3 wrong answers and 1 correct answers , all of which are assigned at random  
 button0.setText(Integer.*toString*(answers.get(0)));  
 button1.setText(Integer.*toString*(answers.get(1)));  
 button2.setText(Integer.*toString*(answers.get(2)));  
 button3.setText(Integer.*toString*(answers.get(3)));  
 }  
  
 @Override  
 protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.*activity\_main*);  
  
 sumTextView = findViewById(R.id.*sumTextView*);  
  
 button0 = findViewById(R.id.*button0*);  
 button1 = findViewById(R.id.*button1*);  
 button2 = findViewById(R.id.*button2*);  
 button3 = findViewById(R.id.*button3*);  
 resultTextView = findViewById(R.id.*resultTextView*);  
 scoreTextView = findViewById(R.id.*scoreTextView*);  
 timerTextView = findViewById(R.id.*timerTextView*);  
 goButton = findViewById(R.id.*goButton*);  
 playAgainButton = findViewById(R.id.*playAgainButton*);  
 gameLayout = findViewById(R.id.*gameLayout*);  
  
 goButton.setVisibility(View.*VISIBLE*);  
 gameLayout.setVisibility(View.*INVISIBLE*);  
  
  
  
  
  
 }  
}

* Threads are basically where all your operations are running , main Threads – default thread is where all of your operations run by default. But if for example , if you want download html or web content or do web requests – then you have to use the background thread as the main Thread will be occupied with other user related operations , and if the main thread were used , those operations would come to a halt.
* // when we use ASyncTack - we can perform background operations quickly - so DownloadTask is now capable of performing tasks in the background  
  public class DownloadTask extends AsyncTask<String,Void,String>  
  {  
    
   @Override  
   protected String doInBackground(String... strings) {  
   return null;  
   }  
  }

**URL , HTML DOWNLOADING , etc :**

package visakh.myappcompany.downloadingwebcontent;  
  
import android.os.AsyncTask;  
import android.renderscript.ScriptGroup;  
import android.support.v7.app.AppCompatActivity;  
import android.os.Bundle;  
import android.util.Log;  
  
import java.io.InputStream;  
import java.io.InputStreamReader;  
import java.net.HttpURLConnection;  
import java.net.MalformedURLException;  
import java.net.URL;  
  
public class MainActivity extends AppCompatActivity {  
  
 //Creating class to download html content  
 // when we use ASyncTack - we can perform background operations quickly - so DownloadTask is now capable of performing tasks in the background  
 public class DownloadTask extends AsyncTask<String,Void,String> //pass in a String(URL) - void - give out a String(HTML)  
 {  
 @Override //protected available throughout the whole package , String....strings - similar to arrays  
 protected String doInBackground(String... urls) {  
  
 String result = null;  
 URL url;  
 HttpURLConnection urlConnection = null; // used for grabbing the html from the url  
  
 //when you intialize URL , click on red alert and it implements try catch automatically  
 try {  
 url = new URL(urls[0]);  
 //open connection with url and type cast it to HttpURLConnection  
 urlConnection = (HttpURLConnection) url.openConnection();  
 InputStream in = urlConnection.getInputStream();  
 InputStreamReader reader = new InputStreamReader(in);  
 int data = reader.read();  
  
 while(data!= -1)  
 {  
 char current = (char) data;  
 result+=current; //letter by letter, it gets stored into the result string - which will consist of the html document  
 data = reader.read();  
 }  
  
 return result;  
  
 } catch (Exception e) {  
 e.printStackTrace();  
  
 return "Failed";  
 }  
  
 }  
 }  
 @Override  
 protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.*activity\_main*);  
  
 DownloadTask task = new DownloadTask();  
 String result = null;  
 try {  
 result = task.execute("https://zappycode.com").get(); // the .get gets the return value //executes basically adds whatever present in parameter and passes it strings[0] , we can add multiple URL's , like ,"www.google.com" - strings[1]  
 }  
 catch(Exception e)  
 {  
 e.printStackTrace(); //Logs the error  
 }  
 Log.*i*("Result ",result); //logs the html code   
  
  
 }  
}

**Steps for downloading Image from a URL :**

1. Create a class which extends AsyncTask<string,void,Bitmap>
2. Implement the function doInBackground with type Bitmap as we are returning a Bitmap
3. Within the try block – Declare a new Url and initialize with urls[0]
4. Then create an HTPP url connection and open connection with url decalred earlier – type cast to HttpUrlConnection
5. Connection.connect() – for connecting the HttpUrlConnection
6. Declare and InputStream var – in and getInputStream of connection
7. Then Declare a bitMap var which decodes stream of BitmapFactory with ‘in’ as parameter & then return the bitmap
8. <uses-permission android:name="android.permission.INTERNET"></uses-permission>

Don’t forget to get uses permission – Internet while using HTML files in androidmanifest.xml

* And for the image URL – click the image you want and “copy image address” – not image link.

**Application for dowloading images :**

package visakh.myappcompany.downloadingimages;  
  
import android.graphics.Bitmap;  
import android.graphics.BitmapFactory;  
import android.os.AsyncTask;  
import android.support.v7.app.AppCompatActivity;  
import android.os.Bundle;  
import android.util.Log;  
import android.view.View;  
import android.widget.ImageView;  
  
import java.io.IOException;  
import java.io.InputStream;  
import java.net.HttpURLConnection;  
import java.net.MalformedURLException;  
import java.net.URL;  
  
public class MainActivity extends AppCompatActivity {  
  
 ImageView imageView;  
  
 public void downloadImage(View View)  
 {  
 ImageDownloader task = new ImageDownloader();  
 Bitmap myImage;  
 try {  
 myImage = task.execute("https://s3mn.mnimgs.com/img/shared/userimages/userimage\_16277929.jpg").get(); //returns the bitmap or the image  
  
 imageView.setImageBitmap(myImage);  
 }  
 catch(Exception e)  
 {  
 e.printStackTrace();  
 }  
  
  
 }  
 @Override  
 protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.activity\_main);  
 imageView = findViewById(R.id.imageView); //created image view on creation  
 }  
  
 public class ImageDownloader extends AsyncTask<String, Void , Bitmap> //ASyncTask is for background html downloading , we taking in a URL ---- and the we returning an image called Bitmap , we use ASyncTask so that html downloading is done in the background  
 {  
  
 @Override  
 protected Bitmap doInBackground(String... urls) {  
  
 try {  
 URL url = new URL(urls[0]);  
  
 HttpURLConnection connection = (HttpURLConnection) url.openConnection();  
  
 connection.connect();  
  
 InputStream in = connection.getInputStream();  
  
 Bitmap myBitMap = BitmapFactory.decodeStream(in); //passing in the inputStream  
  
 return myBitMap; //returns that image  
  
 } catch (MalformedURLException e) {  
 e.printStackTrace();  
 } catch (IOException e) {  
 e.printStackTrace();  
 }  
 catch(Exception e)  
 {  
 return null;  
 }  
 return null;  
 }  
 }  
}

**Java Program to split a String using Split:**

package domain;

import java.util.Arrays;

public class HelloWorld {

public static void main(String[] args) {

String myString ="Nick x Sean x Fido x Sara";

String [] splitString = myString.split(" x ");

System.out.println(Arrays.toString(splitString));

}

}

**Program to split a String using a subString:**

public static void main(String[] args) {

String river ="Mississippi";

String riverPart = river.substring(4,8); **//Doesn't include character at 8.**

System.out.println(riverPart);

}

**Java Program to Find Patterns In Strings :**

import java.util.regex.Pattern;

import java.util.regex.Matcher;

public class HelloWorld {

public static void main(String[] args) {

String river ="MississippiMississippiMississippi";

Pattern p = Pattern.compile("Mi(.\*?)pi"); // .\*? is the part between Mi and pi which is stored in p

Matcher m = p.matcher(river);

while(m.find()){ //keeps looking for the pattern in the String

System.out.println(m.group(1));

}

}

}

**JSON Program :**

Output:

**![](data:image/png;base64,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)**

**Code:**

public class MainActivity extends AppCompatActivity {  
  
 public class DownloadTask extends AsyncTask<String,Void,String>  
 {  
  
 @Override //doInBackground can't interact with the UI  
 protected String doInBackground(String... urls) {  
  
 String result = "";  
 URL url;  
 HttpURLConnection urlConnection = null;  
  
 try {  
 url = new URL(urls[0]);  
 urlConnection = (HttpURLConnection) url.openConnection();  
 InputStream in = urlConnection.getInputStream();  
 InputStreamReader reader = new InputStreamReader(in);  
 int data = reader.read();  
 while(data!=-1)  
 {  
 char current = (char) data;  
 result+=current;  
 data= reader.read();  
 }  
 return result;  
 }  
 catch(Exception e)  
 {  
 e.printStackTrace();  
 return "Failed";  
 }  
 }  
  
 @Override //onPostExecute can interact with UI  
 protected void onPostExecute(String s) {  
 super.onPostExecute(s);  
 //Processing JSON  
  
 try {  
 JSONObject jsonObject = new JSONObject(s);  
  
 String weatherInfo = jsonObject.getString("weather"); //key title : weather for getting all of it's weather content & returns an array of it's content ,I/Weather Content: [{"id":300,"main":"Drizzle","description":"light intensity drizzle","icon":"09d"}]  
  
 Log.*i*("Weather Content",weatherInfo);  
  
 JSONArray arr = new JSONArray(weatherInfo);  
  
 for (int i=0;i<arr.length();i++)  
 {  
 JSONObject jsonPart = arr.getJSONObject(i); //jsonPart parts the arr consisting of thw weather elements  
  
 Log.*i*("Weather","Weather in London Is As Follows:");  
 Log.*i*("main:",jsonPart.getString("main"));  
 Log.*i*("Description", jsonPart.getString("description"));  
 }  
 }  
 catch(Exception e)  
 {  
 e.printStackTrace();  
 }  
 Log.*i*("JSON ",s); //It Should log the JSON we put in task.execute()  
  
 }  
 }  
  
  
  
 @Override  
 protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.*activity\_main*);  
  
 DownloadTask task = new DownloadTask();  
 task.execute("https://samples.openweathermap.org/data/2.5/weather?q=London,uk&appid=b1b15e88fa797225412429c1c50c122a1");  
  
 }  
}